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Abstract

Advancements in large language models (LLMs) have driven the
emergence of complex new systems to provide access to infor-
mation, that we will collectively refer to as modular generative
information access (GenlA) systems. They integrate a broad and
evolving range of specialized components, including LLMs, retrieval
models, and a heterogeneous set of sources and tools. While mod-
ularity offers flexibility, it also raises critical challenges: How can
we systematically characterize the space of possible modules and
their interactions? How can we automate and optimize interactions
among these heterogeneous components? And, how do we enable
this modular system to dynamically adapt to varying user query
requirements and evolving module capabilities?

In this perspective paper, we argue that the architecture of fu-
ture modular generative information access systems will not just
assemble powerful components, but enable a self-organizing sys-
tem through real-time adaptive orchestration — where components’
interactions are dynamically configured for each user input, max-
imizing information relevance while minimizing computational
overhead. We give provisional answers to the questions raised
above with a roadmap that depicts the key principles and methods
for designing such an adaptive modular system. We identify press-
ing challenges, and propose avenues for addressing them in the
years ahead. This perspective urges the IR community to rethink
modular system designs for developing adaptive, self-optimizing,
and future-ready architectures that evolve alongside their rapidly
advancing underlying technologies.
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1 Introduction

Search engines have been the dominant gateway to the vast amount
of information online for decades by now. However, traditional
search systems are increasingly inadequate as the user’s informa-
tion demands evolve [3, 87, 88]. Today’s users no longer settle for
a static list of result documents to be manually sifted through;
they expect direct answers to questions that might require complex
reasoning [47, 74], a synthesis of different pieces or modalities of
information [76, 91], or even carrying out tasks or transactions
on behalf of them - all delivered through a seamless interactive
multimodal interface [3].

Recent breakthroughs in the development of large language
models (LLMs) have provided highly promising advancements in
multi-turn dialogue capabilities, improved intent detection, and
richer content synthesis. These advancements open new oppor-
tunities for developing future information retrieval (IR) systems
and conversational assistants, and can help tackle some of the per-
sistent challenges in information access in the era of generative
Al [3, 87]. We will refer to these future systems as Generative In-
formation Access (GenIA) systems, to emphasize our focus on the
long-standing problem of information access while acknowledging
the importance of generative Al to achieve this objective.

While future GenlA systems could be monolithic LLMs, we
see many advantages for a new system architecture, consisting
of ensembles of diverse components, with clearly identifiable roles,
that interact with each other in order to generate answers to user
queries [38, 43, 46, 86, 95].1 E.g., retrieval can employ a variety
of models, including sparse, dense, and graph-based models, each
tailored for particular tasks or corpus types [34, 44, 56, 61]. Post-
retrieval modules further refine the information being passed to the
language model, leveraging natural language inference filters [83],
atomic-fact extractors, or even controlled noise injection [15] to

'We purposely write identifiable instead of identified, since our perspective posits that
the roles of components should be learned and adaptive.
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ensure more robust answer formulation. For complex queries, such
as those requiring multi-hop reasoning [79] or logical inference
[74], approaches such as neuro-symbolic pipelines expand the space
of possible modules with symbolic solvers [23, 52]. When queries
demand task execution, a variety of tools can be incorporated [84].
Likewise, domain-specific tasks may be addressed using specialized
or variably scaled LLMs [8, 82].

Taken together, these components and implementations high-
light a shift towards ensembles of specialized, interoperable mod-
ules that collectively enable effective information access or conver-
sational assistance. A variety of frameworks [12, 24, 32, 40, 45, 96]
has been proposed to chain specialized modules into end-to-end
systems. However, these solutions often require manually designed
pipelines [12, 32] or rely on a static orchestration of modules [96].

In this perspective paper, we posit that modularity in GenlA
systems introduces a highly important novel research direction
into our field: the development of dynamic system designs for in-
formation retrieval systems that automatically adapt the modules
in its pipeline and the interaction between them. Focusing research
on learning the optimal interactions between modules is crucial to
advancing modern, generative information access systems. We pro-
pose that an adaptive orchestration framework should dynamically
coordinate module selection and sequencing based on the proper-
ties of the query, the capabilities of the modules, and computational
constraints. Thereby, such frameworks will not merely improve
response quality but balance quality and accuracy with latency and
other costs. Orchestration frameworks should learn from real-time
feedback - i.e., through user satisfaction scores, error detection,
or runtime metrics — such that the orchestration strategy can be
continuously refined, over time. Crucially, this adaptability also
paves the way for incremental integration of new modules without
necessitating a complete overhaul of existing system infrastructure,
a highly desirable property from the view of operations. Central to
this vision are three key questions:

(1) How can we rigorously define the space of possible modules?

(2) How can we model, automate, and optimize interactions among
these heterogeneous components?

(3) How should this modular system dynamically adapt to varying
user query requirements and evolving module capabilities?

We offer provisionary answers to these questions through the pro-
posal of a novel framework that addresses these challenges. Our
framework relies on a graph-based representation [96], where nodes
and edges correspond to modules that represent the subtasks of a
pipeline, what agents/tools perform these tasks and the usage of in-
formation resources. To achieve adaptive orchestration of systems
planning and reinforcement learning algorithms can be used to find
and construct the most effective pipeline-design graph for each
incoming user request. Thereby, a balance between effectiveness
and efficiency is optimized.

After discussing related work in Section 2, our perspective on
the future of information retrieval systems is detailed in Section 3.
We propose a general framework by which our perspective can be
realized in Section 4, which also lays out different implementation
choices. In Section 5 we provide an example instantiation of our
proposed framework for an adaptive question answering system
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that uses a Contextual Multi-Armed Bandit (CMAB) for optimiza-
tion [41]. Section 5.4 provides experimental results that evaluate
this instantiation and reveal it successfully adapts to balance effi-
ciency and effectiveness. Finally, we discuss our perspective and
proposed approach in the concluding Section 6.

2 Background
2.1 Multi-agentic LLM orchestration

Several studies have proposed frameworks for enabling multiple
language model-based agents and related modules to communicate
to solve tasks [1, 26, 77]. Most work focuses on orchestration with-
out further optimization of the structure of these agents [77, 95].
Inspired by Minsky’s society of minds (SoM) [51], which describes
how smaller parts of a system can collaborate to achieve a goal,
Zhuge et al. [95] suggest a shift from relying on optimizing a single
model for solving a task to the optimization of information flow
between two or more models. Zhuge et al. [96] propose GPTSwarm
to optimize a society of language model-based agents. GPTSwarm
structures a system made of multiple agents as a graph, and every
computational operation (e.g., querying a large language model
with a prompt) is represented as a node within that graph. The
dual-level optimization approach of GPTSwarm optimizes prompts
at the node level while also enhancing the flow of information by
pruning out edges and nodes that are not found useful. While inno-
vative, GPTSwarm proposes an optimization framework that only
yields a single static final graph which fails to adapt to different
user needs and queries and the varied capabilities of its underlying
components.

2.2 Mixture of experts (MoE)

A paradigm that is related to, but different from the society of mind
(SoM) framework is the mixture of experts (MoE) approach [37, 66].
MokE architectures typically partition model capacity across mul-
tiple expert networks, each specialized in handling specific parts
of the input space. A gating or routing network then determines
which expert(s) to activate for a given input, facilitating more effi-
cient model scaling and potentially better task performance. Recent
advances in MoE have focused on improving routing strategies to
reduce computational overhead, balance the load among experts,
and refine expert specialization [30, 93].

While both use modular components and routing, MoE learns
expert specialization implicitly through training and uses inter-
nal vector-based communication, whereas in SoM, modules are
explicitly designed for predefined functions with natural language
communication enabling higher interpretability. Additionally, SoM
allows for heterogeneous modules with diverse capabilities, unlike
MoE’s typically homogeneous expert structure.

2.3 Adaptivity in IR systems

The need for adaptivity in IR systems has received increasing atten-
tion in recent research, with varying interpretations and objectives
across different contexts. Parry et al. [57] introduce the notion of
adaptively selecting the number of in-context-learning (ICL) exam-
ples for queries with varying levels of complexity. Deng et al. [19]
advocate for a pro-active conversational agent that can adaptively
decide when to intervene and engage the user. In the domain of
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retrieval-augmented generation, when to retrieve and when to rely
on an LLM’s parametric knowledge based on a given query is a
challenging and interesting problem [31, 48, 65]. Mallen et al. [48]
propose a binary threshold-based framework that distinguishes
whether questions contain popular or long-tail entities, and decides
whether to retrieve accordingly. Following this work, several other
approaches have been proposed to tackle this problem using an
LLM as a classifier [27] or guided by a reinforcement learning-based
reward model [6, 67].

3 Perspective: Designs of Future GenIA Systems
Should be Dynamic, Modular and Adaptive

For a long time, information retrieval systems have relied on static
architectures: monolithic search engines, predefined pipelines, and
rigid workflows that process user queries in a pre-determined man-
ner. While recent advancements in LLM technologies have enabled
the integration of diverse models and tools within these pipelines,
the underlying interaction between these components remains
largely inflexible, lacking adaptivity and failing to dynamically
adjust based on the specific requirements of each input. As the
field continues to advance with the introduction of novel and so-
phisticated models and tools, we believe the time has come for a
new architecture of information access systems, where different
modules communicate with each other interactively to construct
customized information system pipelines, while adapting their in-
teractions based on user input for high throughput, efficiency, and
effectiveness.

The need for such adaptability is already evident. User inputs
vary widely in their complexity — some require simple fact retrieval,
while others demand logical reasoning, disambiguation, or multi-
step synthesis. Certain queries may involve task execution, such as
booking a flight, while others demand specialized capabilities, like
generating code or synthesizing insights from multiple research pa-
pers. Yet, most current systems treat all inputs uniformly, applying
a static pipeline using the same computational resources, failing to
differentiate between trivial and intricate queries. This one-size-fits-
all approach is inefficient and suboptimal, leading to unnecessary
computational overhead for simple tasks and inadequate depth or
poorly suited strategies for complex ones.

What we need is a new architecture for information access sys-
tems that does not simply retrieve information but orchestrates an
evolving ensemble of specialized models and tools, each playing
its role based on its relevance and utility in the moment. A user
submits a query, and the system determines which modules to in-
voke, how they should communicate, and how to optimize their
collective output; similar to assembling a team of experts on the fly.

Achieving this vision introduces several challenges. First, we
need a framework that allows modules to interact dynamically
rather than through fixed orchestration rules. This requires a shift
towards expressive graph-based interaction models, where modules
form transient communication patterns tailored to each query. Sec-
ond, adaptivity must be built into the system itself, such that it
learns when to engage certain components, how to weight their
contributions, and when to optimize for speed versus depth of
reasoning. This demands an optimization mechanism capable of
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adjustment in real-time, ensuring that computation is allocated effi-
ciently and based on the query context. Third, as modular systems
continue to evolve, new components will emerge, and existing ones
will improve. A truly future-ready Information Access system must
not only adapt to individual queries but also accommodate contin-
uous changes in its own architecture. This requires mechanisms
for dynamically integrating new modules, updating orchestration
strategies, and ensuring that the system remains robust as its compo-
nents evolve. Without such adaptability, the benefits of modularity
remain an unrealized promise, a collection of powerful components
constrained by a rigid system structure.

The architecture of a GenIA system should go beyond merely
assembling a few sophisticated modules; instead, it needs a self-
optimizing, adaptive orchestration framework that allows various
types of computational processes (next token prediction, retrieval,
classification, symbolic reasoning, etc.) to interact meaningfully, in
real-time.

In the next section, we propose our framework, to pave the way
for the realization of this vision.

4 Adaptive Module Orchestration Framework

This section introduces our proposed architecture for modular Ge-
nlA systems that dynamically adapts to user queries. Section 4.1
describes our main design principles and goals. In Section 4.2 we
propose a categorization of modules that make up system designs.
Lastly, Section 4.3 discusses how system designs can be dynamically
constructed to adapt to individual user queries.

4.1 System design principles and goals

The main goal of our framework is to produce an information
retrieval system that optimizes a typical balance of effectiveness
and efficiency. In other words, we aim to provide a system that is
effective at providing high quality responses to user queries, while
not incurring too much cost (typically in terms of response time
or computational costs). Accordingly, the design of our system
should be chosen to optimize our goal, which gives rise to three
key questions:

o What tasks should be executed and in what order?
o What tools and agents should be used to execute each task?
o What sources of information should be consulted?

Together, the answers to these questions describe the inner pipeline
of a system, and thus, they capture its behavior and cost to operate.

Today’s paradigm to information retrieval system design is to
answer these questions once and create a static pipeline that per-
forms the same procedure for every user query. Conversely, we
propose a radically different approach and argue that the answers
to these design questions should be reconsidered for every user
query. Thereby, the system’s design is re-constructed on-the-fly
and can adapt to pursue the best effectiveness-efficiency trade-off
for individual user queries.

Our dynamic approach means that systems are no longer de-
signed as rigid pipelines, instead, the task of the practitioner is now
to develop a space of possible designs that can be searched, with de-
signs that can be quickly constructed and executed. Our framework
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Table 1: Overview of the different module types and their subcategories in our framework.

Type Subcategory Description Visualization
Standalone Simple operations that do not require interactions between multiple agents and tools. Standalone task
Tasks
Complex Multi-step operations requiring agents or interactions between multiple modules. Complex task
Agents General execution units (i.e., foundation models) that are widely applicable and can use tools.
Executor
Tools Specialized execution units designed for specific tasks with limited applicability.
Resources (Properties)  Sources of data/information; categorized on the following properties: Structure, Modality and Accessibility. @

enables this through a modular approach, that describes the build-
ing blocks that can comprise pipelines; and an adaptive procedure
to find, learn and construct pipelines in response to queries.

4.2 Modules: Tasks, tools, agents and resources

Since our framework is designed for systems of the future, we
aim to encapsulate all existing systems and all of their popular
extensions. In order to be future-proof, we apply generic concepts
and categories that should remain relevant to future advancements.
This also applies to our modular approach, as it only defines on three
types modules, each with their own subcategories. Our module
types are conceptualized to match the three key design questions
posed in Section 4.1: (i) tasks (what is done), (ii) executors (what
does it), and (iii) resources (where information comes from). Table 1
provides an overview of our module categories; the remainder of
this section describes each category separately. Table 2 provides a
list of examples per module type.

4.2.1 Task modules

The first type of modules: tasks (7°), represent the procedures that
can be performed inside a system pipeline. These modules thus
describe what the pipeline does, but do not indicate what performs
the procedures or what resources are used. Instead, tasks can have
requirements, i.e., which types of executors can perform them,
or what resources are needed to complete them. We propose two
subcategories for this module type: standalone and complex tasks.

Standalone tasks refer to simple operations that can be exe-
cuted independently without requiring interactions between mul-
tiple executors or complex agents. In general, these are tasks for
which specialized tools exist that can only perform that single task.
Examples include but are not limited to tasks of retrieval, intent
classification, query rewriting, and direct generation. Due to their self-
contained nature, standalone tasks can be efficiently executed with
minimal dependencies, making them well-suited for constructing
system designs that are lightweight and fast.

Complex tasks refer to more complex operations that can only
be executed by multiple executors or complex agents or procedures.
In contrast with standalone tasks, these tasks generally involve
multiple interdependent operations that cannot be performed by
specialized tools. This often means a single action is insufficient
to produce a meaningful result, necessitating multi-step reason-
ing or iterative refinement. Examples include Retrieval Augmented
Generation (RAG) [38], Interleaving Retrieval with Chain-of-Thought
Reasoning (IRCOT) [69] , and Logical Inference via Neurosymbolic
Computation (LINC) [52]. In general, complex tasks are less efficient
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but more effective, and thus, more appropriate when standalone
tasks are ineffective.

4.2.2 Executor modules

As their name implies, the executor type of modules () can perform
tasks within our framework. They serve as the operative entities
that process the inputs of a task and decide how to produce outputs
that meet the task requirements. Generally, the combination of
tasks and executors determine most of the computational costs of a
pipeline. We propose two categories of executors: agents and tools.

Agents are general executors capable of performing a large vari-
ety of tasks. Unlike tools, agents are not limited to a few well-defined
tasks but instead provide flexibility in application, can reason across
multiple inputs and may be capable of utilizing tools when per-
forming tasks. The archetype of this category are foundation models
(especially LLMs) acting as generalist problem solvers.

Tools are specialized executors designed to perform specific
well-defined tasks with a clear operational scope. Thus, tools are
characterized by their limited applicability due to their specializa-
tion, but this often also results in a great efficiency-effectiveness
trade-off. Examples include classic retrieval models, query expansion
techniques, symbolic solvers, and various APIs. Tools can constitute
efficient pipelines for scenarios that are not too complex.

4.2.3 Resource modules

Lastly, resource modules (R) define the data sources available to
executors. Generally, resource modules indicate what information
is used by a pipeline. The choice of resources can affect the compu-
tational costs incurred, as larger resources may require more time
to process, but also other types of costs if a resource is not freely
available. Instead of non-overlapping categories, we categorize by
the following properties:

Unstructured vs. (semi-)structured. Whether a resource is
structured or not is important to what kind of operations can be
performed to it. Structured resources (e.g., relational databases,
knowledge graphs, and taxonomies) follow predefined schemata,
enabling efficient retrieval, precise querying, and logical inference,
which benefit symbolic reasoning and fact verification. In contrast,
unstructured resources (e.g., raw text corpora, web documents, con-
versational logs) lack this structure, making such operations more
challenging. However, they are often more abundant and may be
the only available resource for certain tasks.

Modality. The modality of a resource is also important for what
tasks and user queries it is useful for. Since a user can request a
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Table 2: Non-exhaustive overview of potential choices for the modules per type (possible nodes in the graphs).

Node type Description
Standalone
Generation Generate text (or image and other modalities) given a certain input [10, 17, 68]
Retrieval Retrieve pieces of information given a certain input [34, 44, 61]
Query rewriting Reformulate/expand queries to improve retrieval performance [21, 92]
Intent recognition Categorize user input into predefined intents or discover novel intents [5, 94]
Asking questions Asking clarifying questions proactively to engage the user to help the retrieval process [2, 85]
Entity Linking Identifying entity mentions in text and linking them to a knowledge base [39, 70, 78]
Formal translation Convert natural language text into formal representations (e.g., SQL, logical forms) [22, 23, 62, 89]
Tasks Recommendation Suggest relevant items (e.g., products, documents, movies) [45, 90]
Action execution Call APIs based on pre-generated requests [64, 84]
Verification Validate model outputs for consistency, logic, and constraint compliance [23, 52, 89]
Aggregation When multiple answers available, select/aggregate into one [13, 52, 95, 96]
GIO creation Create a refined, synthesized output that enhances final response for better user interaction; i.e., Generated Information Object
(GIO) [16]
Complex
RAG Combine retrieval and generation to produce factually grounded responses [38]
IRCoT Integrate retrieval with chain-of-thought for improved information synthesis [69]
Self-RAG Generate text interleaved with reflection tokens to critique and guide the generation process in real-time [6]
LINC Integrate translation to formal representation and verification for complex logical queries [52]
CoT-decoding Elicit intrinsic CoT reasoning in LLMs by exploring top-k alternative tokens during decoding [72]
Agents
Foundation Models and Specific LLMs such as GPT [10, 54, 55], Llama [68], T5 [14], and multi-modal models [4, 17, 58, 59] at different scales and
LLMs reasoning capabilities, or trained with various techniques
Executors Tools
Retrieval models Retrieving pieces of information (document text, KG triples, images, etc.) [34, 44, 61]
Symbolic solvers Tools that verify logical statements or prove the validity of expressions using formal reasoning [18, 49]
Other APIs External APIs used for various tasks beyond retrieval and reasoning [84]
Document collections Internal/external collections of documents, reports, articles, and web pages, possibly in different modalities
Resources Semi-structured resources  Knowledge graphs with semi-structured sources of factual data (e.g., Wikidata) and databases with predefined schema (e.g.,

relational SQL databases) 7]

specific modality in a response, or task modules may require one
or several modalities, e.g., text, images, sound, video, etc.

Availability: Public, private, or proprietary. Finally, the avail-
ability of a resource should also be considered. Ideally a resource is
publicly available with no further costs, e.g., Wikipedia and DBPe-
dia [7]. However, some resources are private and can only be used
for a single user or group of users, e.g., the user’s conversation log
or a personal or corporate document collection. Finally, proprietary
resources could incur an additional monetary cost if accessed; a
further consideration when deciding on a pipeline.

4.3 Dynamically creating system pipelines

The final part of our framework is a methodology that chooses and
connects modules to construct a pipeline. We formulate a pipeline
as a graph where nodes are modules and edges represent the inter-
actions between them. Uniquely, as per our perspective in Section 3,
we construct a new pipeline for every incoming query on-the-fly,
such that our system design is dynamic and adaptive. We propose
that this construction phase is best approached as a planning or
multi-step decision process. Accordingly, we posit that planning
and reinforcement learning methods appear to be the best solutions
for optimizing the construction phase. As their design matches the
task of learning the best sequence of tasks, assignment of executors,
and allocation of resources to optimize an objective trade-off.
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4.3.1 Graph-based representation of pipelines

Taking inspiration from Zhuge et al. [96], we represent each pipeline
as a directed acyclic graph (DAG). Let G denote the set of all feasible
pipeline graphs. Each candidate pipeline G € G is a subgraph of the
overarching module graph:

G =(V,E), where VS TUEUR, (1)

and the directed edges e € E capture: (a) the sequence and flow of
information among task modules, and (b) the assignment/allocation
relationships between tasks, executors, and resources.

Graph configuration appears well-suited for our framing of
pipeline construction as a planning problem. Since, in this framing,
constructing a pipeline can amount to sequentially adding nodes
and edges until a complete and valid graph is obtained.

4.3.2 Query context features

Our aim is to re-construct and adapt the system’s pipeline for each
incoming user query. This requires contextual features that are
informative about what designs suit a query. Following contextual
bandit terminology, we use a context vector x; to represent these
features for the query of timestep t. It is crucial when defining x;
to consider what aspects of the query the system should adapt to.
We categorize potential choices for features into three groups:

(1) Representations of the user query: Features regarding the user’s
input query (text) encoding semantic and syntactic aspects
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Information resources (Properties: Structure / Modality / Accessibility)

Knowledge Graph

Tasks (Standalone and Complex)

Rewrite query

Document Collection

Aggregate GIO

Executors (Agents and Tools)

Figure 1: Example of a graph that represents a system design for a possible pipeline in our framework. Nodes represent modules
and are grouped according to their type: Tasks, Executors and Resources, in addition to nodes for the user’s input and the
output’s presentation (GIO [16]). Edges between tasks represent their order of execution and dependencies, edges from executors
indicate which are used to execute tasks, edges from resources indicate which are used for tasks.

or more specific characteristics such as linguistic complexity,
indicators of sentiment or emotion, and overall thematic or
topical information. These should give an indication of query
complexity which seems vital for estimating what effectiveness-
efficiency trade-off can be made by a pipeline.

User profile features: This category includes data that character-
ize the user, such as individual preferences or relevant historical
patterns [33] or personal data.

User profile features: This category includes data that character-
ize the user, such as individual preferences or relevant historical
patterns or personal data [33]. These features can reduce ambi-
guity by contextualizing queries, e.g., the typical complexity of
a user’s questions, or resources they often need [71].

Implicit behavior signals: User behavior and interaction patterns
often provide a lot of implicit information about the user’s cur-
rent session. For instance, preferences are rarely directly stated
but can often be inferred from user interactions. Potentially, fu-
ture systems may even use facial expressions or brain signals to
enhance query understanding and provide further information
about users’ needs [28, 29, 50, 80, 81].

Together, these features should be indicative of what tasks and re-
sources are needed to respond to the query, efficiently or effectively.

—
)
~

—
SS)
=

—
N
=

4.3.3 The objective of pipeline construction

The pipeline construction aims to identify a configuration G € G
that optimally balances efficiency and effectiveness. Formally, we
define a composite objective function J(G) € R as a weighted com-
bination of multiple reward and cost signals. For the optimization
to work, an increase in the objective should indicate a better model,
ie, J(G) > J(G’) indicates G is preferred over G’ We identify four
primary sources of feedback on which objectives can be build:

(1) User behavior and implicit feedback: User interactions serve
as implicit optimization signals. Additionally, explicit user an-
notations, i.e., direct indications of satisfaction with a system
response, can give further guidance for improvements.
Supervised examples: Examples with ground-truth labels, such
as manually annotated query resolution pairs or curated gold-
standard responses, can be used as target outputs. A correspond-
ing objective can measure similarity with the ground-truth as a
measure of system effectiveness.
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(3) Self-supervised objectives: Techniques for self-supervision aim
to optimize models for goals that do not require labels, but still
correlate with effectiveness. In our example, a very powerful
but inefficient pipeline could provide an example of effective-
ness that can be used as feedback to optimize a more efficient
pipeline, similar to model distillation [35]. Furthermore, certain
models (e.g., most foundation models) can provide confidence
scores about their predicted response. Such signals can serve as
guidance on the efficiency-effectiveness trade-off of a system
[20]. For example, low confidence could be an indication that
less efficient module additions are required for a query.

Cost considerations: Efficiency constitutes an important dimen-
sion of the our framework’s objective, and thus, requires a
chosen measure of cost. Potential costs to consider include:
(a) Response time or latency of the pipeline, i.e., how many mil-
liseconds do users have to wait for a response to their query;
(b) Computational costs of the system, measured in resources
like memory, CPU/GPU/TPU FLOPS and network usage. (c) En-
vironmental impact of the pipeline, i.e., its carbon footprint,
fresh water usage, etc. [63]. (d) Financial costs stemming from
API calls, hardware usage or proprietary resource access. These
costs are interrelated, and while ideally they would be measured
directly, we may have to depend on estimates only.
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In addition to average costs, minimizing the variance of these cost
measures can enhance robust pipeline behavior in practice. We
note that feedback signals are rarely perfect; one should consider
problems of (selection) bias stemming from feedback sources and
transformations from feedback to objectives [25, 53].

4.3.4 Methodologies for pipeline construction

A core feature of our proposed framework is the automatic pipeline
construction for each individual user query. This requires a method-
ology for two core tasks: constructing pipeline graphs on-the-fly
based on contextual features, and learning what pipelines work best
for which queries. Thereby, the framework achieves adaptability
through selecting and assembling tasks, executors, and resources
tailored to individual queries. Given the combinatorial nature of
possible pipelines, we propose that the best suited methodologies
come from classical planning and reinforcement learning (RL):
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(1) Classical planning algorithms: In scenarios where the effective-
ness and efficiency of (partial) pipelines can be estimated accu-
rately, pipeline construction can be approached as a search over
possible graph configurations. Adding a module or edge can
be seen as traversing a tree of possible graphs. Heuristic and
graph-based search methods such as A”, beam search, and Monte
Carlo tree search could be effective to determine the optimal
configuration [11].

General reinforcement learning: In order to apply RL approaches,
the pipeline construction process has to be formulated as a
Markov Decision Process (MDP). For instance, states represent
partially constructed pipelines and the query context features;
actions are the addition of a module nodes or edges; and re-
wards can come from the objective function (see Section 4.3.3).
General RL methods can then be applied to the MDP, e.g., RE-
INFORCE [75], Q-learning [73] or actor-critic [36] approaches.

Contextual bandit algorithms: In scenarios where the number of
possible graphs is limited, contextual bandit algorithms become
relevant. This subcategory of RL algorithms works for cases
where the number of actions is discrete and rewards are imme-
diate and only depend on single actions. Whilst these methods
only apply in a subspace of all possible settings for RL, their
specialization enables them to learn from far fewer examples
than general RL methods, thus allowing for increased adaptivity.
If the number of modules is limited, one can pre-compute all
possible graphs and use them as the set of actions for CMAB
algorithm.

—
Y
~

—
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4.4 Limitations and potential extensions

Before diving into a specific instantiation of our framework, using
CMAB, we consider future extensions that would address limita-
tions of our proposal.

To start, reliance on RL methods that respond to contextual fea-
tures comes with two possible limitations. First, the data-efficiency
of RL methods could be too low to be responsive, i.e., if the RL
method is too slow to learn a new graph construction strategy, it
may already have been outdated before it is learned. This problem is
most likely when the number of possible graphs is enormous, since
RL methods have difficulty with large action spaces. Second, the
contextual features may not be sufficiently informative to enable
effective adaptivity, i.e., the query context features may not enable
the identification of the best graph structure. Both are general prob-
lems with the RL methodology, where promising advancements in
the field of RL may help alleviate these limitations [9, 42].

Also, our framework is designed to construct a graph for each
query for a given set of modules. The optimization for underlying
modules is taken for granted, and the constructed graphs are only
based on features that are available when a queries are issued.
Obvious directions of extension include the joint optimization of
graph construction and underlying modules, e.g., by incorporating
prompt and model fine-tuning in the learning process; and, enabling
graphs that are dynamic during execution. The latter would enable
graphs that adapt to intermediate outcomes, e.g., a first task could
be to retrieve a result, and the subsequent tasks are chosen based on
that first result. Whilst this would greatly increase the complexity
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of the graph construction process, it could be a logical continuation
for development of our framework.

5 An Instantiation of our Framework with a
Contextual Bandit Approach

To illustrate how our framework could be applied, we provide an
example instantiation for a question-answering (QA) task.

5.1 Dataset

We use the dataset developed by Jeong et al. [27] for building and
evaluating RAG for QA systems. It features a diverse set of questions,
each labeled for one of three levels of complexity using Flan-T5-
XL. Label A indicates that the question can be answered directly
without retrieval; label B requires single-step retrieval; and label C
necessitates multiple reasoning and retrieval steps. For our study,
we randomly select 210 training and 51 test questions, ensuring a
balanced distribution across complexity levels for optimization.

5.2 Graph definition

Our choice of nodes and possible edges matches the setup proposed
by Trivedi et al. [69] and used by Jeong et al. [27]. We define three
complex tasks and one standalone task:

T = {NoR, OneR, IRCoT, Aggregate}. (2)

e NoR: Answer generation with no retrieval augmentation, to be
generated by an LLM agent module. The NoR task is to answer
questions without additional external data, making it most suited
for simple non-knowledge-intensive questions that match its
encoded parametric knowledge.

OneR: Answer generation with one-time retrieval, to be gener-
ated by an LLM agent module with a retriever tool and resource.
During this task, a retriever tool is called once to provide seven
potentially relevant documents to the executor. OneR is suited
for questions that require access to external knowledge.
IRCoT: Answer generation with following the IRCoT procedure,
performed by an LLM agent module with a retriever tool and
resource. Retrieved documents are interleaved in several back-
and-forth chain-of-thought (CoT) reasoning steps with the LLM.
As the most complex and time-consuming strategy, IRCoT is
most-suited for questions where NoR and OneR are expected to
fail, i.e., ones that demand extensive knowledge or a synthesis of
multiple pieces of knowledge to produce an accurate answer.
Aggregate: Aggregating the answers from multiple tasks into a
single coherent answer, to be performed by an LLM or aggregator
tool, i.e., a simple rule-based function.

The NoR, OneR, IRCoT tasks can only be executed in parallel, the
Aggregate task can solely process the output of the other tasks.

For executor modules, we include Flan-T5-XL as an LLM agent,
and BM25 as a retrieval tool module [60], and an aggregator tool
that applies a majority voting function to select the most frequent
answers from connected tasks. We avoid LLM-based aggregators
as they may introduce errors or hallucinations.?

Finally, the resource module includes two corpora: Wikipedia [34]
and a passage corpus constructed for multihop questions [69] .

2See [95, 96] for other possible aggregation modules and their purposes.
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Table 3: Performance of each individual agent on the training
set (by F1-score and average time in seconds).

NoR OneR IRCoT
F1 Time(s) F1 Time(s) F1 Time (s)
Context A 0.914 0.66 0.677 6.46 0.730 189.78
Context B 0.061 0.66 0.518 7.34 0.580 192.30
Context C 0.066 0.67 0.146 6.41 0.458 184.85
Overall 0.347 0.66 0.447 6.74 0.589 188.97

5.3 Optimization with CMAB

Due to the limited number of possible valid graphs in our setup
(seven in total), we choose to apply the LinUCB contextual multi-
armed bandit (CMAB) algorithm [41]. Our contextual features are
the complexity labels provided in the dataset that are indicative
of what kind of pipeline is required to answer each question. The
reward function is a linear combination between correctness (P;),
evaluated by F1-score, and costs from compute time (T;):

re=p-P—(1-p)-Tp

(3)
we set f = 0.5and Ty = St(]l[lfo‘z’oﬁw] ]1[5§0>10]) where S; is

execution time in seconds. Our choice of T; represents that we
do not care for times below a single second, and really want to
avoid times over ten seconds. We start with a pre-computing phase
where every valid graph is generated and gathered in a set, this
results in seven valid graphs that serve as the arms of the CMAB.
Subsequently, the CMAB process is started: at each timestep t a
random question is sampled from the training set, based on its con-
text features CMAB chooses an arm which determines the system
pipeline used to answer the query. The reward for the resulting
answer is computed and CMAB updates its parameters accordingly,
and its parameters are evaluated on the test-set. This process is
repeated for 3,500 timesteps, during which CMAB aims to learn
which system pipelines best match which question complexities.

5.4 Experimental results

Here we present results for the instantiated problem in Section 5.
To interpret the results of our CMAB experiments effectively later,
we first assess the individual performance of each Task defined in T
on the training dataset. As shown in Table 3, performance varies by
complexity of inputs: NoR excels in simple cases, while IRCoT dom-
inates at higher complexities (B and C). At level B, IRCoT slightly
outperforms OneR (.580 vs. .518) but incurs significantly higher
latency (192.30 vs. 6.41s) due to iterative retrieval and reasoning.
This trade-off highlights the practical cost of improved accuracy,
as increased response time translates to the waiting time for the
user to get a potentially correct response from the system.

5.4.1 Can CMAB learn to map query complexity to
optimal pipeline structures?

We aim to verify whether CMAB can learn to adaptively map differ-
ent levels of input complexities to the optimal graph configurations.

(a) Time-agnostic reward. In Figure 2, the top row depict the
expected rewards for LinUCB, without considering time in the
reward. These results reveal optimal actions identified for each
complexity label; NoR for context A, and IRCoT for contexts
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Table 4: Evaluation of AQA (NT: Time-agnostic reward, T:
Time-based reward) and GPTSwarm [96] on the test set by
F1-score and time (log-transformed, in ms). Both have been
trained on the training set. For GPTSwarm, the final opti-
mized graph configuration is used for evaluation.

AQA(NT) AQA(T) GPTSwarm
F1 Time F1 Time F1 Time
Context A 1.0 6.18 1.0 6.18 0.862 12.78
Context B 0.568 12.04 0.539 8.73 0.327 12.79
Context C 0.523 11.75 0.523 11.75 0.317 12.76
Overall 0.697 9.99 0.687 8.89 0.502 12.78

B and C, based on F1-scores. The dotted lines depict the real
reward calculated for the best possible action per context.

(b) Time-based reward. The bottom row of Figure 2 depicts re-
sults for training while including time cost in the reward cal-
culation. Considering both performance and the time cost, the
real reward for best actions per label are shown in the plots as
dotted red lines. Including time in the reward calculation, we
observe the model preferentially selects pipelines that balance
efficacy with reasonable execution times. In context B, it prior-
itizes the configuration with only OneR over configurations
with IRCoT or a combination of better-performing agents (i.e.,
OneR+IRCOT).

We conclude that our approach successfully constructs system
pipelines that are adapted to the characteristics of incoming ques-
tions and optimized for a given efficiency-effectiveness trade-off.

5.4.2 Can adaptive orchestration achieve a superior
trade-off over static optimization?

To demonstrate the importance of adaptivity in designing an or-
chestration framework, here, we aim to assess how a non-adaptive
orchestration optimization affects the performance. To this aim, we
train our adaptive question-answering model (AQA) and GPTSwarm
[96] and assess them on our test set. Both models are given the
set of modules described in Section 5.2. Since GPTSwarm does not
accommodate context or time cost in their proposed framework, in
our experiment with this framework we feed each question to the
model and the optimization gradually converges to the most opti-
mal graph configuration by optimizing towards better performance
(F1-score).?

Prior to optimization with REINFORCE, the graph maintains a
uniform edge probability distribution. After 200 training epochs,
optimization converges on a structure where only OneR and IRCoT
nodes retain edges, while OneR’s connection to the final decision
node is pruned out (following the thresholding strategy of [96],
edges with probabilities below .5 are removed). This shows, as
expected, that this static framework fails to adapt to different com-
plexity levels by routing for a good enough answering strategy that
is also time-efficient, as it only favors higher accumulative F1 scores
across time.

The evaluation results on the test set are shown in Table 4. The
first two columns show the CMAB model (LinUCB) with and with-
out time considered in the reward implementation respectively and

3Similar to what is done in their MMLU experiment [96].
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Figure 2: LinUCB expected rewards for the collaborative action space, dashed line depicts real reward for the optimal action.

the last column is the final optimized graph using REINFORCE.
Using a fixed orchestration by GPTSwarm, we observe a fall in
performance for different complexity levels, as it is not possible
to adapt the strategy based on the characteristics of the question,
which leads to a lower overall performance compared to AQA (NT
and T). Also, as the fixed configuration in GPTSwarm is also more
sophisticated (i.e., both NoR and IRCoT have edges to the final de-
cision node), the time cost is constantly higher compared to AQA.

6 Summary and Future Research Directions

In this paper, we recognize that the landscape of generative informa-
tion access systems is marked by the proliferation of heterogeneous
modules and tools — each designed to serve similar purposes, yet
emerging as isolated implementations. Observing this fragmented
state, we raised and addressed critical questions regarding the de-
sign of a comprehensive framework that allows for the inclusion
of these heterogeneous modules. We posit that in order to move
forward, module orchestration is not enough; the field needs to
develop methods for adaptive module orchestration. The ultimate
goal should be that the optimal answering strategy can be selected
for each user input, so that the most relevant answer is inferred
at the lowest possible cost. In this regard, we proposed a future-
ready framework that defines the potential modules (i.e. building
blocks) of a GenIA system as nodes of a graph with dynamic edges,
enabling adaptive orchestration of pipelines in real-time.

Our perspective bridges existing gaps by introducing a formal-
ized approach to adaptive orchestration, ensuring that chosen an-
swering strategies are context-aware and resource-efficient. To
realize such a comprehensive self-organizing adaptive system built
on many subcomponents, we have outlined how such a framework
and its optimization can be modeled. To indicate the practical usage
of our framework, we provided a proof-of-concept instantiation
of this framework for a query-answering task. Our experimental
evaluation of this instantiation indicated that our approach can
successfully construct system pipelines that are adapted to the
characteristics of incoming questions and optimized for a given
efficiency-effectiveness trade-off.
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Looking ahead, we like to pose some open questions for the com-
munity and some future research directions. (i) As the system scales
by integrating more modules, how should optimization methods
adapt to ensure efficiency and robustness? (i) What internal signals
from system subcomponents (e.g., uncertainty or likelihood sig-
nals) can enhance decision-making at each step? How should these
signals be leveraged effectively? (iii) How to handle orchestration
complexity that arises from more granular node definitions and task
decompositions? (iv) How can optimization models be designed to
directly learn dependencies between context features and graph
configurations, ensuring adaptive orchestration without relying on
intermediate classification/clustering of the queries? (v) How and
what additional contextual signals should inform decision-making?
(vi) How can we account for other levels of optimization (e.g., en-
hancing prompts’ quality or fine-tuning at individual module level)?
(vii) As the number of optimization goals increases, how can we
ensure effective convergence without compromising performance?
These questions opens up interesting research directions and new
challenges, that may bring us closer to achieving self-organizing
conversational assistants that automatically adapt to different envi-
ronments while maintaining robustness and flexibility.

Resources

Resources needed to reproduce the results of this paper are publicly
available at https://github.com/informagi/AQA.
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